**Q1. An electricity board charges the following rates to user. For the first 100 units → 60p per unit. For the next 200 units→80p per unit. Beyond 300 units→90p per unit. All users are charged a minimum of Rs. 50; if the total amount is more than 300 then an additional surcharges of 15% is added. Write a program to accept name of user consumed and print charges with their rates**

**<Source code>**

#include<conio.h>

#include<#include<iostream.h>

string.h>

class calcharge

{

protected:

float charge,surfcharges;

int unit;

char name[20];

public:

calcharge(char nm[], int value)

{

unit=value;

strcpy(name,nm);

charge=0;

surfcharges=0;

}

void basecharge()

{

if(unit<=100)

{

charge = unit\*0.60;

}

else if(unit>100 && unit<=300)

{

charge = (100\*0.60)+(unit-100)\*0.80;

}

else

{

charge = (100\*0.60)+(200\*0.80)+(unit-300)\*0.90;

}

}

void checkmin()

{

if(charge<=50)

charge = 50;

}

void surfcharge()

{

if(charge>300)

surfcharges = charge + charge\*0.15;

}

void display()

{

cout<<"\n===========================";

cout<<"\nName: "<<name;

if(surfcharges>0)

{ cout<<"\n===========================";

cout<<"\nBase charge: "<<charge;

cout<<"\n+ surfaces charge: "<<surfcharges;

}

cout<<"\n===========================";

cout<<"\nTotal charge: "<<charge+surfcharges;

cout<<"\n===========================";

}

};

void main()

{

char nm[20];

int unit;

clrscr();

cout<<"Enter your Name: ";

cin>>nm;

cout<<"Enter your unit: ";

cin>>unit;

calcharge bill(nm, unit);

bill.basecharge();

bill.checkmin();

bill.surfcharge();

bill.display();

getch();

}
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**Q2. Define a class to represent a bank account. Include the following members: a. Name of the depositor b. Account number c. Type of Account d. Balance amount in the Account Member Functions: a. To assign initial values. b. To deposit an amount. c. To withdraw an amount after checking the balance. d. To display name and balance. Write main program and handle accounts of 5 customer**

**<source code>**

#include<iostream.h>

#include<conio.h>

#include<string.h>

class Bank

{

private:

long accno;

float balance;

char holdernm[15],acctype[10];

public:

void Addinfo(long accnum, char custnm[], char accnm[], float amount)

{

accno = accnum;

strcpy(holdernm,custnm);

strcpy(acctype,accnm);

balance = amount;

}

void Deposit(float amount)

{

if(amount>0)

{

balance += amount;

cout<<"\nRupees "<<amount<<" successfully added to your account";

}

else

cout<<"\nPlease enter an valid Amount";

}

void Withdraw(float amount)

{

if(amount>0)

{

if(balance>amount)

{

balance -= amount;

cout<<"\nRupees "<<amount<<" successfully deducted from your account";

}

else

cout<<"\nyou don't have sufficient balance to withwraw money";

}

else

cout<<"\nPlease Enter valid amount";

}

void Display()

{

cout<<"\nACCOUNT NO: "<<accno;

cout<<"\nHOLDER NAME:"<<holdernm;

cout<<"\nACCOUNT TYPE: "<<acctype;

cout<<"\nTOTAL BALANCE: "<<balance;

}

};

void main()

{

long accno;

float balance;

char holdernm[15],acctype[10];

Bank b[5];

clrscr();

b[1].Addinfo(123123123,"vishal","saving",18000.01);

b[2].Addinfo(99295,"Rakesh","current",35000.23);

b[3].Addinfo(23541,"mahesh","saving",12030.6);

b[4].Addinfo(98437,"shailesh","saving",9002.28);

b[5].Addinfo(93625,"chirag","current",19002.35);

// perfoming task

b[1].Deposit(300);

b[1].Withdraw(20000);

b[1].Display();

getch();

}
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**Q3. Program to create a class person having members name and age. Derive a class student having member percentage. Derive another class teacher having member salary. Write necessary member function to initialize, read and write data. Also write the main function.**

**<source code>**

#include<iostream.h>

#include<conio.h>

class Person

{

protected:

char name[15];

int age;

public:

void getdetail()

{

cout<<"Enter Name: ";

cin>>name;

cout<<"Enter Age: ";

cin>>age;

}

};

class Student: public Person

{

protected:

float per;

public:

void getdata()

{ Person::getdetail();

cout<<"Enter percentage: ";

cin>>per;

}

void display()

{

cout<<"\nName: "<<name;

cout<<"\nAge: "<<age;

cout<<"\nPer: "<<per;

}

};

class Teacher: public Person

{

protected:

float salary;

public:

void getdata()

{

Person::getdetail();

cout<<"\nEnter salary: ";

cin>>salary;

}

void display()

{

cout<<"\nName: "<<name;

cout<<"\nAge: "<<age;

cout<<"\nSalary: "<<salary;

}

};

void main()

{

int ch;

Student s;

Teacher t;

clrscr();

cout<<"!! Select On which entity's you want to perform your Operation !!";

cout<<"\n1.Student";

cout<<"\n2.Teacher";

cin>>ch;

if(ch == 1)

{

s.getdata();

s.display();

}else if(ch == 2){

t.getdata();

t.display();

}else

cout<<"!! Please select valid choice !!";

getch();

}
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**Q4. Program to create a class name student having date member name, no & three marks. Write a member function to input name, roll no & marks & calculate percentage**

**<source code>**

#include<iostream.h>

#include<conio.h>

class Student

{

protected:

int roll\_no,marks[3];

char name[15];

float per;

public:

void getdata()

{

cout<<"Enter Rollno: ";

cin>>roll\_no;

cout<<"Enter Name: ";

cin>>name;

for(int i=0;i<3;i++)

{

cout<<"Enter marks of sub "<<i+1<<" :";

cin>>marks[i];

}

}

void calculateper()

{

int totalmarks=0;

for(int i=0;i<3;i++)

totalmarks += marks[i];

per = totalmarks/3;

}

void display()

{

cout<<"\nRoll No: "<<roll\_no;

cout<<"\nName: "<<name;

for(int i=0;i<3;i++)

cout<<"\nMarks of sub "<<i+1<<" :"<<marks[i];

cout<<"\nPer: "<<per;

}

};

void main()

{ Student s;

clrscr();

s.getdata();

s.calculateper();

s.display();

getch();

}

![](data:image/png;base64,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)

**5. Create a class called "Vehicle" which contains data members registration number and fuel type Make getdata() function to input data value. Create class "two-Wheeler" from vehicle which contains data member’s distance and mileage Make getdata() function to input data. Use overloading techniques for getdata() function and display the information with fuel used.**

**<source code>**

#include <iostream.h>

#include <conio.h>

class vehicle

{

protected:

int reg\_no;

char fueltype[8];

public:

void getdata() {

cout << "Enter registration number: ";

cin >> reg\_no;

cout << "Enter fuel type: ";

cin >> fueltype;

}

void display() {

cout << "Registration Number: " << reg\_no << endl;

cout << "Fuel Type: " << fueltype << endl;

}

};

class twowheeler : public vehicle

{

private:

double distance;

double mileage;

public:

void getdata() {

vehicle::getdata();

cout << "Enter distance (in km): ";

cin >> distance;

cout << "Enter mileage (in km/l): ";

cin >> mileage;

}

void display() {

vehicle :: display();

cout << "Distance: " << distance << " km" << endl;

cout << "Mileage: " << mileage << endl;

double fuelused = distance / mileage;

cout << "Fuel Used: " << fuelused <<endl;

}

};

void main() {

clrscr();

twowheeler tw;

cout << "Enter Two-Wheeler Information:" << endl;

tw.getdata();

cout << "\nTwo-Wheeler Information:" << endl;

tw.display();

getch();

}

**Q6. Write a program that consist of two classes Time12 and Time24. The first one maintains time on 12 hour basis, whereas the other one maintains it on 24-hour basis**

**<source code>**

#include <iostream.h>

#include <conio.h>

class Time12;

class Time24

{

int h, m;

public:

void getData()

{

cout << "\nEnter hour and minute (24-hour) : ";

cin >> h >> m;

}

int geth()

{

return h;

}

int getm()

{

return m;

}

void putData()

{

cout << "\n";

if (h <= 9)

cout << "0" << h << ":";

else

cout << h << ":";

if (m <= 9)

cout << "0" << m;

else

cout << m;

}

};

class Time12

{

int h, m;

public:

Time12(Time24 t)

{

h = t.geth();

if (h > 12)

{

h = h % 12;

m = t.getm();

}

}

void getData()

{

cout << "\nEnter hour and minute (12-hour) : ";

cin >> h >> m;

}

void putData()

{

cout << "\n";

if (h <= 9)

cout << "0" << h << ":";

else

cout << h << ":";

if (m <= 9)

cout << "0" << m;

else

cout << m;

}

};

void main()

{

clrscr();

Time12 t12;

Time24 t24;

t24.getData();

t12 = t24;

t12.putData();

t12.getData();

t24.putData();

getch();

}

**Q7).Create two classes DM and DB which store the values of distance. DM stores distance in meters and centimeters. DB stores distances in feet and inches. Write a program that can read values for the class object and add one object of DM with another object of DB. Use a friend function to carry out the addition operation and this function will display answer in meter and centimeters**

**<source code>**

#include <iostream.h>

#include <conio.h>

#include <string.h>

class tel\_dir {

char name[20];

int number;

public:

void ADD() {

cout << "\nEnter Name, Telephone Number:";

cin >> name >> number;

}

void show() {

cout << name << "\t" << number << endl;

}

int isExists(char \*nm)

{

return strcmp(nm, name) == 0;

}

};

int main()

{

int i;

tel\_dir entry[3];

clrscr();

cout << "\nEnter details for 3 entries\n";

for (i = 0; i < 3; i++) {

entry[i].ADD();

}

cout << "\nOUTPUT\n\n";

for (i = 0; i < 3; i++) {

entry[i].show();

}

char nm[20];

cout << "\nEnter name to search : ";

cin >> nm;

for (i = 0; i < 3; i++) {

if (entry[i].isExists(nm))

entry[i].show();

}

getch();

return 0;

}

**Q8).Write a program to maintain a telephone directory use add() and Show() methods to add new entries and display the telephone numbers of a person when the name of the person is given**

**<source code>**

#include <iostream.h>

#include<conio.h>

#include <string.h>

class tel\_dir

{

int totalrecord;

int sno;

struct Record

{

char name[20];

long number;

} records[50];

public:

tel\_dir()

{

totalrecord = 50;

sno=0;

}

void add()

{

if (sno < totalrecord)

{

cout << "\nEnter Name: ";

cin >> records[sno].name;

cout << "\nEnter Telephone Number: ";

cin >> records[sno].number;

sno++;

}

else

{

cout << "Phone directory is full." << endl;

}

}

void show(char sname[])

{

for (int i = 0; i<=sno-1; i++)

{

if (strcmp(records[i].name,sname) == 0)

{

cout<<"Name: "<<records[i].name<<"\nNumber: "<<records[i].number << endl;

}

}

}

};

void main()

{

tel\_dir entry;

char nm[20];

int ch;

clrscr();

do

{

cout<<"1. Add records"<<endl;

cout<<"2. Show"<<endl;

cout<<"3. Exit"<<endl;

cout<<"Enter your choice: ";

cin>>ch;

switch (ch) {

case 1:

entry.add();

break;

case 2:

cout << "Enter name to search: ";

cin>>nm;

entry.show(nm);

break;

case 3:

break;

default:

cout<<"ERROR 72: !! Something went wrong...!!\n";

break;

}

}while(ch!=3);

getch();

}

**Q9).Create a base class shape use the class two store double type value that could be used to compare the area. A drive to specific classes called triangle and rectangle. From the base shape and a member in get data to the base class to initialize base data member and another function display area. 10.**

**<source code>**

#include<iostream.h>

#include<conio.h>

class shape

{

protected:

double x,y;

public:

void get(int a,int b)

{

x=a;

y=b;

}

virtual void display\_area()=0;

};

class rec:public shape

{

public:

void display\_area()

{

cout<<"\nx = "<< x <<", y = "<< y <<" ";

cout<<"\nArea of Rectangle : ";

cout<<x\*y;

}

};

class tri:public shape

{

public:

void display\_area()

{

cout<<"\nx = "<< x <<", y = "<< y <<" ";

cout<<"\nArea of Triangle : ";

cout<<0.5\*x\*y;

}

};

void main(){

shape \*ptr;

rec r1;

tri t1;

clrscr();

r1.get(1,3);

t1.get(6,0);

ptr=&r1;

ptr->display\_area();

ptr=&t1;

ptr->display\_area();

getch();

}

**Q10).Write Program to implement Stack Operations like PUSH, POP, PEEP, UPDATE and DISPLAY using class and object**

**<source code>**

#include<iostream.h>

#include<conio.h>

class Stack

{

protected:

int s[5];

int top,data,n;

public:

Stack() {

top = -1;

n=5;

}

void push(int val) {

if(top == n-1)

cout<<"Stack overflow.....";

else {

top++;

s[top]=val;

}

}

int pop() {

if(top==-1) {

cout<<"stack underflow....";

return 0;

}

else {

data = s[top];

top--;

return data;

}

}

void display()

{ int i;

cout<<"\nprinting stack..."<<endl;

for(i=top;i>-1;i--)

cout<<s[i]<<"\t";

}

void peep(int position) {

int i;

i=position;

if(top-i+1<0)

cout<<"Stack underflow...";

else

cout<<"Data is: "<<s[top-i+1];

}

void edit(int position) {

int i;

i=position;

if(top-i+1<0)

cout<<"stack underflow..";

else {

cout<<"value at this location is: "<<s[top-i+1];

cout<<"\nEnter value to change: ";

cin>>s[top-i+1];

}

}

};

void main()

{

int ch,data;

Stack s;

clrscr();

do

{

cout<<"\n1. Push\n2. pop\n3. Display\n4. peep\n5. Upadte\n6. Exit";

cout<<"\nEnter your choice: ";

cin>>ch;

switch (ch)

{

case 1:

cout<<"Enter value to push: ";

cin>>data;

s.push(data);

break;

case 2:

cout<<s.pop()<<" is deleted...";

break;

case 3:

s.display();

break;

case 4:

cout<<"Enter from top to display: ";

cin>>data;

s.peep(data);

break;

case 5:

cout<<"Enter from top to update: ";

cin>>data;

s.edit(data);

break;

case 6:

break;

}

}while(ch!=6);

getch();

}

**Q11). Write Program to convert Infix to Postfix Expression using class and object.**

**<source code>**

#include<iostream.h>

#include<conio.h>

int top = -1;

int s[50];

class Stack

{

char data;

public:

void push(char val)

{

data = val;

top++;

s[top] = data;

}

char pop()

{

data = s[top];

top--;

return data;

}

int priority(char op)

{

int c=0;

switch (op)

{

case '^':

c=3;

break;

case '\*':case '/':

c=2;

break;

case '+':case '\_':

c=1;

break;

}

return c;

}

};

void main()

{

Stack si;

char in[50],post[50];

int j=0;

clrscr();

cout<<"Enter an Infix expression: ";

cin>>in;

for(int i=0;in[i]!='\0';i++)

{

switch(in[i])

{

case '(':

si.push(in[i]);

break;

case '+': case '-': case '\*': case '/':

while(si.priority(s[top])>=si.priority(in[i]))

post[j++]=si.pop();

si.push(in[i]);

break;

case ')':

while(s[top]!='(')

post[j++] = si.pop();

si.pop();

break;

default:

post[j++] = in[i];

break;

}

}

while(top>=0)

post[j++] = si.pop();

post[j] = '\0';

cout<<"\nPostfix: "<<post;

getch();

}

**Q12). Write Program to convert Infix to Prefix Expression using class and object.**

**<source code>**

#include<iostream.h>

#include<conio.h>

#include<string.h>

int top = -1;

int s[50];

class Stack

{

char data;

public:

void push(char val)

{

data = val;

top++;

s[top] = data;

}

char pop()

{

data = s[top];

top--;

return data;

}

int priority(char op)

{

int c=0;

switch (op)

{

case '^':

c=3;

break;

case '\*':case '/':

c=2;

break;

case '+':case '\_':

c=1;

break;

}

return c;

}

};

void main()

{

Stack si;

char in[50],pre[50];

int j=0;

clrscr();

cout<<"Enter an Infix expression: ";

cin>>in;

strrev(in);

for(int i=0;in[i]!='\0';i++)

{

switch(in[i])

{

case ')':

si.push(in[i]);

break;

case '+': case '-': case '\*': case '/':

while(si.priority(s[top])>=si.priority(in[i]))

pre[j++]=si.pop();

si.push(in[i]);

break;

case '(':

while(s[top]!=')')

pre[j++] = si.pop();

si.pop();

break;

default:

pre[j++] = in[i];

break; }

}

while(top>=0)

pre[j++] = si.pop();

pre[j] = '\0';

strrev(pre);

cout<<"\nPrefix: "<<pre;

getch();

}

**Q13). Write Program to implement Simple Queue Operations like Insert, Delete and Display.**

**<source code>**

#include<iostream.h>

#include<conio.h>

const int n = 5;

class Queue {

private:

int q[n];

int f, r;

public:

Queue() {

f = r = -1;

} void push(int data) {

if (r == n - 1) {

cout << "Overflow" << endl;

return;

}

r++;

q[r] = data;

if (f == -1)

f++;

}

int pop() {

int data;

if (f == -1) {

cout << "Underflow" << endl;

return 0;

}

data = q[f];

if (f == r)

f = r = -1;

else

f++;

return data;

}

void display() {

int i;

if (f == -1) {

cout << "Underflow" << endl;

return;

}

for (i = f; i <= r; i++) {

cout << q[i] << "\t";

}

cout << endl;

}

};

int main() {

Queue que;

int ch, data;

clrscr();

do {

cout << endl << "1. Push" << endl;

cout << "2. Pop" << endl;

cout << "3. Display" << endl;

cout << "4. Exit" << endl;

cout << "Enter your choice : ";

cin >> ch;

switch (ch) {

case 1:

cout << endl << "Enter data : ";

cin >> data;

que.push(data);

break;

case 2:

data = que.pop();

cout << endl << "Deleted data is : " << data;

break;

case 3:

que.display();

break;

}

} while (ch != 4);

getch();

return 0;

}

**Q14).Write Program to implement Circular Queue Operations like Insert, Delete and Display using class and object**

**<source code>**

#include<iostream.h>

#include<conio.h>

const int n = 5;

class CircularQueue

{

protected:

int q[n];

int f, r;

public:

CircularQueue()

{

f = r = -1;

}

void push(int data)

{

if ((r + 1) % n == f)

{

cout << "Overflow..." << endl;

return;

}

if (r == n - 1)

r = 0;

else

r++;

q[r] = data;

if (f == -1)

f++;

}

int pop()

{

int data;

if (f == -1)

{

cout << "Underflow..." << endl;

return 0;

}

data = q[f];

if (f == r)

f = r = -1;

else if (f == n - 1)

f = 0;

else

f++;

return data;

}

void display()

{

int i;

if (f == -1)

{

cout << "Underflow..." << endl;

return;

}

if (f <= r)

{

for (i = f; i <= r; i++)

{

cout << q[i] << "\t";

}

}

else

{

for (i = f; i < n; i++)

cout << q[i] << "\t";

for (i = 0; i <= r; i++)

cout << q[i] << "\t";

}

cout << endl;

}

};

void main() {

CircularQueue cq;

int ch, data;

clrscr();

do {

cout << endl << "1. Push" << endl;

cout << "2. Pop" <<endl;

cout << "3. Display" <<endl;

cout << "4. Exit" <<endl;

cout << "Enter your choice : ";

cin >> ch;

switch (ch)

{

case 1:

cout<<endl<<"Enter data : ";

cin>>data;

cq.push(data);

break;

case 2:

data=cq.pop();

cout<<endl<< "Deleted data is : " << data;

break;

case 3:

cq.display();

break;}

} while (ch != 4);

getch();

}

**Q15).Write Program to implement Double Ended Queue Operations like Insert, Delete and Display using class and object(To Perform Input Restricted)**

**<source code>**

#include <iostream.h>

#include<conio.h>

class Cir\_queue

{

protected:

int r, f;

int dq[5];

int n;

public:

Cir\_queue(int size)

{

n = size;

r = -1;

f = -1;

}

void insert\_r(int data)

{

if (r == n - 1)

{

cout << "Overflow..." << endl;

return;

}

r++;

dq[r] = data;

if (f == -1)

{

f = 0;

}

}

void insert\_l(int data)

{

if (f == 0)

{

cout << "Overflow..." << endl;

return;

}

if (f == -1)

f = r = n - 1;

else

f--;

dq[f] = data;

}

void display()

{

int i;

if (f == -1)

{

cout << "Underflow..." << endl;

return;

}

for (i = 0; i < n; i++)

{

cout << dq[i] << "\t";

}

cout << endl;

}

};

void main()

{

int ch, data;

char io, ioside, side;

Cir\_queue rdq(5);

cout << "Input Restricted : " << endl;

cout << "Enter restricted side (L/R) : ";

cin >> ioside;

do

{

cout << "\n1. Insert " << endl;

cout << "2. Display " << endl;

cout << "3. Exit " << endl;

cout << "Enter your choice : ";

cin >> ch;

switch (ch) {

case 1:

cout << "Enter data : ";

cin >> data;

if (io == 'i') {

if (ioside == 'l') {

rdq.insert\_r(data);

}

else

rdq.insert\_l(data);

}

else {

cout << "Enter side (L/R) : ";

cin >> side;

if (side == 'r')

rdq.insert\_r(data);

else

rdq.insert\_l(data);

}

break;

case 2:

rdq.display();

break;

}

} while (ch != 3);

return 0;

}

Q16).Write Program to implement Double Ended Queue Operations like Insert, Delete and Display using class and object(To Perform Output Restricted)

<source code>

#include <iostream.h>

#include<conio.h>

class CircularQueue {

private:

int r, f;

int dq[5];

int n;

public:

CircularQueue(int size) {

n = size;

r = -1;

f = -1;

}

void insert\_r(int data) {

if (r == n - 1) {

cout << "Overflow..." << endl;

return;

}

r++;

dq[r] = data;

if (f == -1) {

f = 0;

}

}

int delete\_l() {

int data;

if (f == -1) {

cout << "Underflow..." << endl;

return 0;

}

data = dq[f];

dq[f] = 0;

if (f == r) {

f = r = -1;

} else {

f++;

}

return data;

}

int delete\_r() {

int data;

if (r == -1) {

cout << "Underflow..." << endl;

return 0;

}

data = dq[r];

dq[r] = 0;

if (f == r)

f = r = -1;

else

r--;

return data;

}

void insert\_l(int data) {

if (f == 0) {

cout << "Overflow..." << endl;

return;

}

if (f == -1)

f = r = n - 1;

else

f--;

dq[f] = data;

}

void display() {

int i;

if (f == -1) {

cout << "Underflow...." << endl;

return;

}

for (i = 0; i < n; i++) {

cout << dq[i] << "\t";

}

cout << endl;

}

};

void main() {

int ch, data;

char io, ioside, side;

CircularQueue cq(5);

cout << "Output Restricted..." << endl;

cout << "Enter restricted side (L/R) : ";

cin >> ioside;

do {

cout << endl << "1. Insert" << endl;

cout << "2. Delete" << endl;

cout << "3. Display" << endl;

cout << "4. Exit" << endl;

cout << "Enter your choice : ";

cin >> ch;

switch (ch) {

case 1:

cout << "Enter data : ";

cin >> data;

if (io == 'i') {

if (ioside == 'l') {

cq.insert\_r(data);

} else {

cq.insert\_l(data);

}

} else {

cout << "Enter side (L/R) : ";

cin >> side;

if (side == 'r') {

cq.insert\_r(data);

} else {

cq.insert\_l(data);

}

}

break;

case 2:

if (io == '0') {

if (ioside == 'l') {

data = cq.delete\_r();

} else {

data = cq.delete\_l();

}

} else {

cout << "Enter side (L/R) : ";

cin >> side;

if (side == 'r') {

data = cq.delete\_r();

} else {

data = cq.delete\_l();

}

}

break;

case 3:

cq.display();

break;

}

} while (ch != 4);

getch();

}